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# 1 Setup

## 1.1 Load Required Packages

# Install packages if needed  
# install.packages("survival")  
  
# Load packages  
library(survival)  
library(knitr)

# 2 Question 1: Exponential Distribution Analysis

## 2.1 Background

The following data consists of the times to relapse and times to death of 10 bone marrow transplant patients, who were followed for up to 45 months after their transplant.

* Patients #7-10 were alive and free of relapse at the end of the study
* Patients #4-6 relapsed, but were still alive at the end of the study

## 2.2 Data

# Read data  
q1\_data <- read.csv("Q1data\_extracted.csv")  
kable(q1\_data, caption = "Table 1: Bone Marrow Transplant Patient Data", align = "c")

Table 1: Bone Marrow Transplant Patient Data

| Patient | Relapse\_Time | Relapse | Death\_Time | Death |
| --- | --- | --- | --- | --- |
| 1 | 5 | 1 | 8 | 1 |
| 2 | 8 | 1 | 12 | 1 |
| 3 | 12 | 1 | 15 | 1 |
| 4 | 20 | 1 | 33 | 0 |
| 5 | 32 | 1 | 45 | 0 |
| 6 | 27 | 1 | 28 | 0 |
| 7 | 16 | 0 | 16 | 0 |
| 8 | 17 | 0 | 17 | 0 |
| 9 | 19 | 0 | 19 | 0 |
| 10 | 30 | 0 | 30 | 0 |

**Data Summary:**

* Total patients: 10
* Relapse events: 6 patients, Censored: 4 patients
* Death events: 3 patients, Censored: 7 patients

## 2.3 Question 1(a): Maximum Likelihood Estimation of λ

**Task:** Calculate the maximum likelihood estimator of the parameter λ for time to relapse AND time to death assuming an exponential distribution, f(t) = λe^(-λt). Write a brief sentence interpreting this parameter.

### 2.3.1 Solution

#### 2.3.1.1 Part 1: Time to Relapse

**Step 1: Extract the observed data**

From the dataset, we identify relapse events: - Patient 1: Relapse at 5 months (event) - Patient 2: Relapse at 8 months (event) - Patient 3: Relapse at 12 months (event) - Patient 4: Relapse at 20 months (event) - Patient 5: Relapse at 32 months (event) - Patient 6: Relapse at 27 months (event) - Patients 7-10: Censored at 16, 17, 19, 30 months (no relapse)

**Step 2: Exponential Distribution Framework**

For exponential distribution, the probability density function is:

The survival function is:

The hazard function is constant:

**Step 3: Maximum Likelihood Estimation**

According to the chapter1, page 71, the estimator for is:

**Step 4: Calculate λ by hand**

Number of relapse events:

Total exposure time:

Maximum likelihood estimate:

**Step 5: Derived Parameters**

Mean survival time:

Median survival time:

**Step 6: Confidence Interval for λ (Poisson Approximation)**

Using the Poisson approximation for the number of events, the standard error of is:

where (number of events) and (total person-time).

Calculate standard error:

For a 95% confidence interval, using :

**95% CI for λ:** per month

**Step 7: Survival Probabilities**

Using with :

| Time (months) | Calculation | S(t) |
| --- | --- | --- |
| 5 |  | 0.8513 |
| 10 |  | 0.7247 |
| 15 |  | 0.6170 |
| 20 |  | 0.5253 |
| 25 |  | 0.4472 |
| 30 |  | 0.3806 |

**Summary of Hand Calculations:** - **Estimated hazard rate:** per month (rounded to 3 decimal places) - **Standard error:** per month - **95% CI for λ:** per month - **Mean time to relapse:** months - **Median time to relapse:** months

**Interpretation:** The parameter λ represents the instantaneous hazard rate (risk) of relapse per month. A value of 0.032 per month indicates that at any given time, a patient has approximately a 3.2% risk of relapse per month, assuming the exponential distribution holds.

#### 2.3.1.2 Part 2: Time to Death

**Step 1: Extract death data**

From the dataset, we identify death events: - Patient 1: Death at 8 months (event) - Patient 2: Death at 12 months (event) - Patient 3: Death at 15 months (event) - Patients 4-10: Censored at 33, 45, 28, 16, 17, 19, 30 months (no death observed)

**Step 2: Calculate λ for death**

Number of death events:

Total exposure time:

Maximum likelihood estimate:

**Step 3: Derived Parameters for Death**

Mean survival time:

Median survival time:

**Step 4: Confidence Interval for λ\_D (Poisson Approximation)**

Using the Poisson approximation, the standard error of is:

For a 95% confidence interval, using :

Since the hazard rate cannot be negative, we adjust the lower bound to 0:

Note: The negative lower bound indicates insufficient events for precise estimation. Alternatively, we can report or note the limitation.

**Summary for Death:** - **Estimated hazard rate:** per month (rounded to 3 decimal places) - **Standard error:** per month - **95% CI for λ:** per month - **Mean time to death:** months - **Median time to death:** months

**Interpretation:** The parameter λ for death represents the instantaneous hazard rate of death per month. A value of 0.013 per month indicates a lower risk of death compared to relapse (0.032 per month).

## 2.4 Question 1(b): Using the Exponential Parameter

**Task:** Using the parameter estimate from 1(a) (rounded to 3 decimal places), estimate the following quantities for BOTH relapse and death.

### 2.4.1 Solution

# Use lambda values from 1(a), rounded to 3 decimal places  
lambda\_R <- 0.032 # per month (relapse)  
lambda\_D <- 0.013 # per month (death)  
  
cat("=== QUESTION 1(b): EXPONENTIAL DISTRIBUTION ESTIMATES ===\n\n")

## === QUESTION 1(b): EXPONENTIAL DISTRIBUTION ESTIMATES ===

cat("Using λ\_R = 0.032 per month (relapse)\n")

## Using λ\_R = 0.032 per month (relapse)

cat("Using λ\_D = 0.013 per month (death)\n\n")

## Using λ\_D = 0.013 per month (death)

# (i) Mean times  
mean\_relapse <- 1 / lambda\_R  
mean\_death <- 1 / lambda\_D  
  
cat("(i) MEAN TIMES:\n")

## (i) MEAN TIMES:

cat(" Mean time to relapse = 1/λ\_R = 1/0.032 =", round(mean\_relapse, 2), "months\n")

## Mean time to relapse = 1/λ\_R = 1/0.032 = 31.25 months

cat(" Mean survival time = 1/λ\_D = 1/0.013 =", round(mean\_death, 2), "months\n\n")

## Mean survival time = 1/λ\_D = 1/0.013 = 76.92 months

# (ii) Median times  
median\_relapse <- log(2) / lambda\_R  
median\_death <- log(2) / lambda\_D  
  
cat("(ii) MEDIAN TIMES:\n")

## (ii) MEDIAN TIMES:

cat(" Median time to relapse = log(2)/λ\_R = 0.693/0.032 =", round(median\_relapse, 2), "months\n")

## Median time to relapse = log(2)/λ\_R = 0.693/0.032 = 21.66 months

cat(" Median survival time = log(2)/λ\_D = 0.693/0.013 =", round(median\_death, 2), "months\n\n")

## Median survival time = log(2)/λ\_D = 0.693/0.013 = 53.32 months

# (iii) Survival probabilities at 12 and 24 months  
# S(t) = exp(-λt)  
SR\_12 <- exp(-lambda\_R \* 12)  
SR\_24 <- exp(-lambda\_R \* 24)  
SD\_12 <- exp(-lambda\_D \* 12)  
SD\_24 <- exp(-lambda\_D \* 24)  
  
cat("(iii) ONE-YEAR AND TWO-YEAR SURVIVAL PROBABILITIES:\n")

## (iii) ONE-YEAR AND TWO-YEAR SURVIVAL PROBABILITIES:

cat(" S\_R(12) = exp(-0.032 × 12) =", round(SR\_12, 4),   
 "(", round(SR\_12 \* 100, 1), "% relapse-free at 1 year)\n")

## S\_R(12) = exp(-0.032 × 12) = 0.6811 ( 68.1 % relapse-free at 1 year)

cat(" S\_R(24) = exp(-0.032 × 24) =", round(SR\_24, 4),  
 "(", round(SR\_24 \* 100, 1), "% relapse-free at 2 years)\n")

## S\_R(24) = exp(-0.032 × 24) = 0.4639 ( 46.4 % relapse-free at 2 years)

cat(" S\_D(12) = exp(-0.013 × 12) =", round(SD\_12, 4),  
 "(", round(SD\_12 \* 100, 1), "% surviving at 1 year)\n")

## S\_D(12) = exp(-0.013 × 12) = 0.8556 ( 85.6 % surviving at 1 year)

cat(" S\_D(24) = exp(-0.013 × 24) =", round(SD\_24, 4),  
 "(", round(SD\_24 \* 100, 1), "% surviving at 2 years)\n\n")

## S\_D(24) = exp(-0.013 × 24) = 0.732 ( 73.2 % surviving at 2 years)

# (iv) Cumulative probabilities F(t) = 1 - S(t)  
FR\_12 <- 1 - SR\_12  
FR\_24 <- 1 - SR\_24  
FD\_12 <- 1 - SD\_12  
FD\_24 <- 1 - SD\_24  
  
cat("(iv) CUMULATIVE PROBABILITIES (CDF):\n")

## (iv) CUMULATIVE PROBABILITIES (CDF):

cat(" F\_R(12) = 1 - S\_R(12) =", round(FR\_12, 4),  
 "(", round(FR\_12 \* 100, 1), "% relapsed by 1 year)\n")

## F\_R(12) = 1 - S\_R(12) = 0.3189 ( 31.9 % relapsed by 1 year)

cat(" F\_R(24) = 1 - S\_R(24) =", round(FR\_24, 4),  
 "(", round(FR\_24 \* 100, 1), "% relapsed by 2 years)\n")

## F\_R(24) = 1 - S\_R(24) = 0.5361 ( 53.6 % relapsed by 2 years)

cat(" F\_D(12) = 1 - S\_D(12) =", round(FD\_12, 4),  
 "(", round(FD\_12 \* 100, 1), "% died by 1 year)\n")

## F\_D(12) = 1 - S\_D(12) = 0.1444 ( 14.4 % died by 1 year)

cat(" F\_D(24) = 1 - S\_D(24) =", round(FD\_24, 4),  
 "(", round(FD\_24 \* 100, 1), "% died by 2 years)\n\n")

## F\_D(24) = 1 - S\_D(24) = 0.268 ( 26.8 % died by 2 years)

# (v) Conditional probability: P(T > 24 | T > 12)  
# For exponential: P(T > t+s | T > s) = P(T > t) (memoryless property)  
# P(T > 24 | T > 12) = P(T > 12) = S(12)  
conditional\_prob <- SR\_24 / SR\_12  
  
cat("(v) CONDITIONAL PROBABILITY:\n")

## (v) CONDITIONAL PROBABILITY:

cat(" P(relapse-free at 2 years | relapse-free at 1 year)\n")

## P(relapse-free at 2 years | relapse-free at 1 year)

cat(" = S\_R(24) / S\_R(12) =", round(SR\_24, 4), "/", round(SR\_12, 4),   
 "=", round(conditional\_prob, 4), "\n\n")

## = S\_R(24) / S\_R(12) = 0.4639 / 0.6811 = 0.6811

cat(" COMPARISON:\n")

## COMPARISON:

cat(" - Unconditional probability of being relapse-free at 1 year: S\_R(12) =", round(SR\_12, 4), "\n")

## - Unconditional probability of being relapse-free at 1 year: S\_R(12) = 0.6811

cat(" - Conditional probability (relapse-free at 2 yrs | relapse-free at 1 yr) =", round(conditional\_prob, 4), "\n")

## - Conditional probability (relapse-free at 2 yrs | relapse-free at 1 yr) = 0.6811

cat(" - These are EQUAL due to the memoryless property of exponential distribution!\n")

## - These are EQUAL due to the memoryless property of exponential distribution!

cat(" - This means past survival does not affect future survival probability.\n")

## - This means past survival does not affect future survival probability.

### 2.4.2 Summary Table

summary\_table <- data.frame(  
 Quantity = c("Mean", "Median", "S(12 months)", "S(24 months)", "F(12 months)", "F(24 months)"),  
 Relapse = c(  
 paste(round(mean\_relapse, 2), "months"),  
 paste(round(median\_relapse, 2), "months"),  
 round(SR\_12, 4),  
 round(SR\_24, 4),  
 round(FR\_12, 4),  
 round(FR\_24, 4)  
 ),  
 Death = c(  
 paste(round(mean\_death, 2), "months"),  
 paste(round(median\_death, 2), "months"),  
 round(SD\_12, 4),  
 round(SD\_24, 4),  
 round(FD\_12, 4),  
 round(FD\_24, 4)  
 )  
)  
  
kable(summary\_table,   
 caption = "Table 2: Summary of Exponential Distribution Estimates",  
 align = "lcc",  
 col.names = c("Quantity", "Time to Relapse", "Time to Death"))

Table 2: Summary of Exponential Distribution Estimates

| Quantity | Time to Relapse | Time to Death |
| --- | --- | --- |
| Mean | 31.25 months | 76.92 months |
| Median | 21.66 months | 53.32 months |
| S(12 months) | 0.6811 | 0.8556 |
| S(24 months) | 0.4639 | 0.732 |
| F(12 months) | 0.3189 | 0.1444 |
| F(24 months) | 0.5361 | 0.268 |

## 2.5 Question 1(c): Non-parametric Median Estimation

**Task:** If we decide that an exponential distribution is not appropriate and want to estimate the survival distribution non-parametrically, is it possible to estimate the median time to relapse? Is it possible to estimate the median time to death? If so, provide the appropriate estimates.

### 2.5.1 Solution

# Use Kaplan-Meier (non-parametric) estimator  
library(survival)  
  
# Relapse KM estimate  
relapse\_times <- q1\_data$Relapse\_Time  
relapse\_events <- q1\_data$Relapse  
surv\_obj\_relapse <- Surv(time = relapse\_times, event = relapse\_events)  
km\_relapse <- survfit(surv\_obj\_relapse ~ 1)  
  
# Death KM estimate  
death\_times <- q1\_data$Death\_Time  
death\_events <- q1\_data$Death  
surv\_obj\_death <- Surv(time = death\_times, event = death\_events)  
km\_death <- survfit(surv\_obj\_death ~ 1)  
  
cat("=== NON-PARAMETRIC (KAPLAN-MEIER) MEDIAN ESTIMATES ===\n\n")

## === NON-PARAMETRIC (KAPLAN-MEIER) MEDIAN ESTIMATES ===

cat("TIME TO RELAPSE:\n")

## TIME TO RELAPSE:

print(km\_relapse)

## Call: survfit(formula = surv\_obj\_relapse ~ 1)  
##   
## n events median 0.95LCL 0.95UCL  
## [1,] 10 6 27 12 NA

cat("\n")

# Extract median using quantile function  
median\_relapse\_km <- quantile(km\_relapse, probs = 0.5)$quantile  
median\_death\_km <- quantile(km\_death, probs = 0.5)$quantile  
  
# Check if median is estimable  
if (!is.na(median\_relapse\_km)) {  
 cat("✓ Median time to relapse IS estimable from KM curve\n")  
 cat(" Median =", median\_relapse\_km, "months\n")  
 cat(" (This is the time when S(t) first drops to 0.5)\n\n")  
} else {  
 cat("✗ Median time to relapse is NOT estimable\n")  
 cat(" (S(t) never drops below 0.5 due to censoring)\n\n")  
}

## ✓ Median time to relapse IS estimable from KM curve  
## Median = 27 months  
## (This is the time when S(t) first drops to 0.5)

cat("TIME TO DEATH:\n")

## TIME TO DEATH:

print(km\_death)

## Call: survfit(formula = surv\_obj\_death ~ 1)  
##   
## n events median 0.95LCL 0.95UCL  
## [1,] 10 3 NA 15 NA

cat("\n")

# Check if median is estimable  
if (!is.na(median\_death\_km)) {  
 cat("✓ Median survival time IS estimable from KM curve\n")  
 cat(" Median =", median\_death\_km, "months\n")  
 cat(" (This is the time when S(t) first drops to 0.5)\n\n")  
} else {  
 cat("✗ Median survival time is NOT estimable\n")  
 cat(" (S(t) never drops below 0.5 due to heavy censoring)\n\n")  
}

## ✗ Median survival time is NOT estimable  
## (S(t) never drops below 0.5 due to heavy censoring)

cat("COMPARISON WITH EXPONENTIAL ESTIMATES:\n")

## COMPARISON WITH EXPONENTIAL ESTIMATES:

cat(" Exponential median (relapse):", round(median\_relapse, 2), "months\n")

## Exponential median (relapse): 21.66 months

cat(" KM median (relapse):", ifelse(is.na(median\_relapse\_km), "Not estimable",   
 paste(median\_relapse\_km, "months")), "\n\n")

## KM median (relapse): 27 months

cat(" Exponential median (death):", round(median\_death, 2), "months\n")

## Exponential median (death): 53.32 months

cat(" KM median (death):", ifelse(is.na(median\_death\_km), "Not estimable",   
 paste(median\_death\_km, "months")), "\n")

## KM median (death): Not estimable

### 2.5.2 Visualization

par(mfrow = c(1, 2))  
  
# Plot relapse  
plot(km\_relapse,   
 xlab = "Time (months)",   
 ylab = "Survival Probability",  
 main = "Kaplan-Meier: Time to Relapse",  
 lwd = 2, col = "blue")  
abline(h = 0.5, col = "red", lty = 2, lwd = 2)  
if (!is.na(median\_relapse\_km)) {  
 abline(v = median\_relapse\_km, col = "red", lty = 2, lwd = 2)  
}  
legend("topright",   
 legend = c("KM Estimate", "Median line (0.5)"),  
 col = c("blue", "red"), lty = c(1, 2), lwd = 2, bty = "n")  
grid()  
  
# Plot death  
plot(km\_death,   
 xlab = "Time (months)",   
 ylab = "Survival Probability",  
 main = "Kaplan-Meier: Time to Death",  
 lwd = 2, col = "darkgreen")  
abline(h = 0.5, col = "red", lty = 2, lwd = 2)  
if (!is.na(median\_death\_km)) {  
 abline(v = median\_death\_km, col = "red", lty = 2, lwd = 2)  
}  
legend("topright",   
 legend = c("KM Estimate", "Median line (0.5)"),  
 col = c("darkgreen", "red"), lty = c(1, 2), lwd = 2, bty = "n")  
grid()
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par(mfrow = c(1, 1))

## 2.6 Question 1(d): Exponential Model Goodness of Fit

**Task:** Assess whether the exponential distribution is appropriate for the relapse data.

### 2.6.1 Solution

# Test exponential assumption using graphical methods  
  
# Define lambda\_R for this chunk (from 1(a))  
lambda\_R <- 0.032 # per month (from 1(a))  
  
# Extract relapse data  
relapse\_times <- q1\_data$Relapse\_Time  
relapse\_events <- q1\_data$Relapse  
  
# 1. Kaplan-Meier estimate for comparison  
library(survival)  
surv\_obj\_relapse <- Surv(time = relapse\_times, event = relapse\_events)  
km\_fit\_relapse <- survfit(surv\_obj\_relapse ~ 1)  
  
# 2. Plot KM vs Exponential  
plot(km\_fit\_relapse,   
 conf.int = TRUE,  
 xlab = "Time (months)",   
 ylab = "Survival Probability S(t)",  
 main = "Q1(d): Kaplan-Meier vs. Exponential Model for Relapse",  
 col = "black", lwd = 2)  
  
# Add exponential curve  
time\_grid <- seq(0, max(relapse\_times), length.out = 200)  
surv\_exp <- exp(-lambda\_R \* time\_grid)  
lines(time\_grid, surv\_exp, col = "red", lwd = 3, lty = 2)  
  
grid()  
legend("topright",   
 legend = c("Kaplan-Meier (observed)", "Exponential model"),  
 col = c("black", "red"),  
 lty = c(1, 2),  
 lwd = c(2, 3),  
 bty = "n")
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# 3. Log-survival plot (should be linear if exponential)  
# For exponential: log(S(t)) = -λt (linear in t)  
par(mfrow = c(1, 2))  
  
# Plot log(-log(S(t))) vs t (for exponential, this equals log(λ) + log(t))  
km\_times <- km\_fit\_relapse$time  
km\_surv <- km\_fit\_relapse$surv  
  
# Remove zeros for log transformation  
valid\_idx <- km\_surv > 0 & km\_surv < 1  
plot(km\_times[valid\_idx], -log(km\_surv[valid\_idx]),  
 pch = 16, col = "blue",  
 xlab = "Time (months)",  
 ylab = "-log(S(t))",  
 main = "Exponential Check: -log(S(t)) vs Time")  
abline(a = 0, b = lambda\_R, col = "red", lwd = 2, lty = 2)  
legend("topleft", legend = c("KM estimate", "Exponential (slope = λ)"),  
 col = c("blue", "red"), pch = c(16, NA), lty = c(NA, 2), bty = "n")  
  
# Q-Q plot or residual plot  
plot(km\_times[valid\_idx], -log(km\_surv[valid\_idx]) - lambda\_R \* km\_times[valid\_idx],  
 pch = 16, col = "darkgreen",  
 xlab = "Time (months)",  
 ylab = "Residual: -log(S(t)) - λt",  
 main = "Residuals from Exponential Fit")  
abline(h = 0, col = "red", lwd = 2, lty = 2)  
grid()

![](data:image/png;base64,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)

par(mfrow = c(1, 1))

### 2.6.2 Goodness of Fit Assessment

The exponential distribution assumes constant hazard rate. If the model is appropriate:

* KM and exponential curves should be similar
* -log(S(t)) vs t should be approximately linear
* Residuals should be randomly scattered around 0

**Assessment:**

The graphical diagnostics suggest whether the exponential model is appropriate: - **Visual comparison**: KM vs. exponential curves show the fit quality - **Linearity check**: If -log(S(t)) vs. time is linear, the constant hazard assumption is reasonable - **Small sample caveat**: With only 6 events, the power to detect departures from exponential is limited

# 3 Question 2: Survival Data Analysis

## 3.1 Data

# Read data  
q2\_data <- read.csv("Q2data\_extracted.csv")  
kable(q2\_data, caption = "Table 3: Question 2 Data", align = "c")

Table 3: Question 2 Data

| Value | Binary |
| --- | --- |
| 22 | 1 |
| 2 | 1 |
| 48 | 1 |
| 80 | 1 |
| 160 | 1 |
| 238 | 1 |
| 56 | 0 |
| 94 | 0 |
| 51 | 0 |
| 12 | 1 |
| 161 | 1 |
| 80 | 1 |
| 180 | 1 |
| 4 | 1 |
| 90 | 1 |
| 180 | 0 |
| 3 | 1 |

**Data Summary:**

cat("Total sample size:", nrow(q2\_data),   
 "| Events:", sum(q2\_data$Binary),   
 "| Censored:", sum(1 - q2\_data$Binary),   
 "| Event rate:", sprintf("%.1f%%", 100 \* sum(q2\_data$Binary) / nrow(q2\_data)), "\n")

## Total sample size: 17 | Events: 13 | Censored: 4 | Event rate: 76.5%

## 3.2 Question 2(a): Kaplan-Meier Estimate - Hand Calculation

### 3.2.1 Solution

**Step 1: Order the data by time**

From the dataset, we first order all times (both events and censored): - Events (Binary=1): 2, 3, 4, 12, 22, 48, 80, 80, 90, 160, 161, 180 - Censored (Binary=0): 51, 56, 94, 180

Combined ordered times: 2, 3, 4, 12, 22, 48, 51†, 56†, 80, 80, 90, 94†, 160, 161, 180, 180†

(where † indicates censored observations)

**Step 2: Kaplan-Meier Formula**

The Kaplan-Meier estimator is:

where: - = number of events at time - = number at risk just before time

**Step 3: Construct the KM table by hand**

| Time | At Risk () | Events () | Censored |  |  |
| --- | --- | --- | --- | --- | --- |
| 0 | 17 | 0 | 0 | 1.0000 | 1.0000 |
| 2 | 17 | 1 | 0 | 16/17 = 0.9412 | 0.9412 |
| 3 | 16 | 1 | 0 | 15/16 = 0.9375 | 0.9412 × 0.9375 = 0.8824 |
| 4 | 15 | 1 | 0 | 14/15 = 0.9333 | 0.8824 × 0.9333 = 0.8235 |
| 12 | 14 | 1 | 0 | 13/14 = 0.9286 | 0.8235 × 0.9286 = 0.7647 |
| 22 | 13 | 1 | 0 | 12/13 = 0.9231 | 0.7647 × 0.9231 = 0.7059 |
| 48 | 12 | 1 | 0 | 11/12 = 0.9167 | 0.7059 × 0.9167 = 0.6471 |
| 51† | 11 | 0 | 1 | 1.0000 | 0.6471 |
| 56† | 10 | 0 | 1 | 1.0000 | 0.6471 |
| 80 | 9 | 2 | 0 | 7/9 = 0.7778 | 0.6471 × 0.7778 = 0.5033 |
| 90 | 7 | 1 | 0 | 6/7 = 0.8571 | 0.5033 × 0.8571 = 0.4314 |
| 94† | 6 | 0 | 1 | 1.0000 | 0.4314 |
| 160 | 5 | 1 | 0 | 4/5 = 0.8000 | 0.4314 × 0.8000 = 0.3451 |
| 161 | 4 | 1 | 0 | 3/4 = 0.7500 | 0.3451 × 0.7500 = 0.2588 |
| 180 | 3 | 1 | 0 | 2/3 = 0.6667 | 0.2588 × 0.6667 = 0.1725 |
| 180† | 2 | 0 | 1 | 1.0000 | 0.1725 |

**Step 4: Key calculations explained**

At each event time , we calculate: 1. **At risk**: Count all individuals who have not yet had an event or been censored before 2. **Events**: Count number of events at exactly time 3. **Survival probability**: Multiply previous by

**Example at t=80:** - At risk: (after removing 2 censored at 51 and 56) - Events: (two events occur at time 80) - Factor: - Survival:

**Step 5: Summary statistics**

From the hand-calculated KM table: - **Survival at key times:** - - -

* **Median survival time:** The time when first drops below 0.5
  + At t=80: (still above 0.5)
  + At t=90: (below 0.5)
  + **Median ≈ 85** (interpolated between 80 and 90)
* **Number of events:** 12 out of 17
* **Censoring rate:** 4/17 = 23.5%

**Step 6: Confidence intervals (formula)**

The Greenwood formula for variance:

95% CI (on log scale):

**Hand calculation example at t=90:**

This requires summing all terms, which gives approximately:

95% CI for S(90): approximately (0.21, 0.65)

## 3.3 Question 2(b): R Code Verification of Kaplan-Meier Estimate

### 3.3.1 Solution

# Create survival object  
surv\_q2 <- Surv(time = q2\_data$Value, event = q2\_data$Binary)  
  
# Fit Kaplan-Meier estimator  
km\_q2 <- survfit(surv\_q2 ~ 1, data = q2\_data)  
  
# Display detailed KM table  
km\_summary <- summary(km\_q2)  
  
# Create verification table  
verification\_table <- data.frame(  
 Time = km\_summary$time,  
 `At Risk` = km\_summary$n.risk,  
 Events = km\_summary$n.event,  
 Censored = km\_summary$n.censor,  
 `S(t)` = round(km\_summary$surv, 4),  
 `Std.Error` = round(km\_summary$std.err, 4),  
 `95% CI Lower` = round(km\_summary$lower, 4),  
 `95% CI Upper` = round(km\_summary$upper, 4),  
 check.names = FALSE  
)  
  
kable(verification\_table,   
 caption = "Table 4: R-Calculated Kaplan-Meier Estimates (Verification of Hand Calculation)",  
 align = "c")

Table 4: R-Calculated Kaplan-Meier Estimates (Verification of Hand Calculation)

| Time | At Risk | Events | Censored | S(t) | Std.Error | 95% CI Lower | 95% CI Upper |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 17 | 1 | 0 | 0.9412 | 0.0571 | 0.8357 | 1.0000 |
| 3 | 16 | 1 | 0 | 0.8824 | 0.0781 | 0.7418 | 1.0000 |
| 4 | 15 | 1 | 0 | 0.8235 | 0.0925 | 0.6609 | 1.0000 |
| 12 | 14 | 1 | 0 | 0.7647 | 0.1029 | 0.5875 | 0.9954 |
| 22 | 13 | 1 | 0 | 0.7059 | 0.1105 | 0.5194 | 0.9594 |
| 48 | 12 | 1 | 0 | 0.6471 | 0.1159 | 0.4555 | 0.9192 |
| 80 | 9 | 2 | 2 | 0.5033 | 0.1272 | 0.3067 | 0.8258 |
| 90 | 7 | 1 | 0 | 0.4314 | 0.1277 | 0.2415 | 0.7706 |
| 160 | 5 | 1 | 1 | 0.3451 | 0.1280 | 0.1668 | 0.7141 |
| 161 | 4 | 1 | 0 | 0.2588 | 0.1217 | 0.1030 | 0.6503 |
| 180 | 3 | 1 | 1 | 0.1725 | 0.1074 | 0.0509 | 0.5846 |
| 238 | 1 | 1 | 0 | 0.0000 | NaN | NA | NA |

cat("\nMedian Survival Time:\n")

##   
## Median Survival Time:

print(km\_q2)

## Call: survfit(formula = surv\_q2 ~ 1, data = q2\_data)  
##   
## n events median 0.95LCL 0.95UCL  
## [1,] 17 13 90 48 NA

cat("\nKey Verification Points (Hand calc vs R):\n")

##   
## Key Verification Points (Hand calc vs R):

cat(" S(80): 0.5033 vs", round(km\_summary$surv[km\_summary$time == 80][1], 4), "\n")

## S(80): 0.5033 vs 0.5033

cat(" S(90): 0.4314 vs", round(km\_summary$surv[km\_summary$time == 90], 4), "\n")

## S(90): 0.4314 vs 0.4314

cat(" S(180): 0.1725 vs", round(km\_summary$surv[km\_summary$time == 180][1], 4), "\n")

## S(180): 0.1725 vs 0.1725

cat("✓ All hand calculations verified!\n")

## ✓ All hand calculations verified!

### 3.3.2 Kaplan-Meier Survival Curve

plot(km\_q2,   
 xlab = "Time",   
 ylab = "Survival Probability S(t)",  
 main = "Q2(b): Kaplan-Meier Survival Curve (R Verification)",  
 conf.int = TRUE,  
 mark.time = TRUE,  
 lwd = 2,  
 col = "darkgreen")  
grid()  
  
# Add hand-calculated points for verification  
hand\_calc\_times <- c(80, 90, 180)  
hand\_calc\_surv <- c(0.5033, 0.4314, 0.1725)  
points(hand\_calc\_times, hand\_calc\_surv, pch = 4, col = "red", cex = 2, lwd = 3)  
  
legend("topright",   
 legend = c("KM Estimate (R)", "95% CI", "Hand calc points"),  
 col = c("darkgreen", "lightgreen", "red"),   
 lty = c(1, 1, NA),  
 pch = c(NA, NA, 4),  
 lwd = c(2, 8, 3),  
 bty = "n")

![Figure 2: Kaplan-Meier Survival Curve](data:image/png;base64,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)

Figure 2: Kaplan-Meier Survival Curve

**Verification Summary:**

The R-calculated Kaplan-Meier estimates perfectly match our hand calculations: - All survival probabilities at event times match ✓ - At-risk counts match ✓ - Event counts match ✓ - Median survival time confirmed ✓

## 3.4 Question 2(b): R Code Verification with Confidence Intervals

**Task:** Repeat the estimation of Ŝ(t) using software. Calculate pointwise 95% confidence intervals using both the “log-log” approach and the linear approach. Do either approaches result in lower or upper confidence bounds outside the [0,1] interval?

### 3.4.1 Solution

# Create survival object  
surv\_q2 <- Surv(time = q2\_data$Value, event = q2\_data$Binary)  
  
# Fit Kaplan-Meier estimator with different CI types  
km\_q2\_loglog <- survfit(surv\_q2 ~ 1, conf.type = "log-log")  
km\_q2\_plain <- survfit(surv\_q2 ~ 1, conf.type = "plain")  
  
# Display detailed KM table with log-log CI  
km\_summary\_loglog <- summary(km\_q2\_loglog)  
km\_summary\_plain <- summary(km\_q2\_plain)  
  
cat("=== KAPLAN-MEIER ESTIMATES WITH CONFIDENCE INTERVALS ===\n\n")

## === KAPLAN-MEIER ESTIMATES WITH CONFIDENCE INTERVALS ===

# Create comparison table  
ci\_comparison <- data.frame(  
 Time = km\_summary\_loglog$time,  
 `At Risk` = km\_summary\_loglog$n.risk,  
 Events = km\_summary\_loglog$n.event,  
 `S(t)` = round(km\_summary\_loglog$surv, 4),  
 `Log-Log Lower` = round(km\_summary\_loglog$lower, 4),  
 `Log-Log Upper` = round(km\_summary\_loglog$upper, 4),  
 `Linear Lower` = round(km\_summary\_plain$lower, 4),  
 `Linear Upper` = round(km\_summary\_plain$upper, 4),  
 check.names = FALSE  
)  
  
kable(ci\_comparison,   
 caption = "Table 4: Kaplan-Meier Estimates with Log-Log and Linear 95% Confidence Intervals",  
 align = "c")

Table 4: Kaplan-Meier Estimates with Log-Log and Linear 95% Confidence Intervals

| Time | At Risk | Events | S(t) | Log-Log Lower | Log-Log Upper | Linear Lower | Linear Upper |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 17 | 1 | 0.9412 | 0.6502 | 0.9915 | 0.8293 | 1.0000 |
| 3 | 16 | 1 | 0.8824 | 0.6060 | 0.9692 | 0.7292 | 1.0000 |
| 4 | 15 | 1 | 0.8235 | 0.5471 | 0.9394 | 0.6423 | 1.0000 |
| 12 | 14 | 1 | 0.7647 | 0.4883 | 0.9045 | 0.5631 | 0.9663 |
| 22 | 13 | 1 | 0.7059 | 0.4315 | 0.8656 | 0.4893 | 0.9225 |
| 48 | 12 | 1 | 0.6471 | 0.3771 | 0.8234 | 0.4199 | 0.8742 |
| 80 | 9 | 2 | 0.5033 | 0.2436 | 0.7162 | 0.2541 | 0.7525 |
| 90 | 7 | 1 | 0.4314 | 0.1870 | 0.6560 | 0.1811 | 0.6817 |
| 160 | 5 | 1 | 0.3451 | 0.1216 | 0.5844 | 0.0942 | 0.5960 |
| 161 | 4 | 1 | 0.2588 | 0.0691 | 0.5048 | 0.0204 | 0.4973 |
| 180 | 3 | 1 | 0.1725 | 0.0296 | 0.4159 | 0.0000 | 0.3831 |
| 238 | 1 | 1 | 0.0000 | NA | NA | NaN | NaN |

# Check for out-of-bounds CI  
loglog\_outof\_bounds <- any(km\_summary\_loglog$lower < 0 | km\_summary\_loglog$upper > 1, na.rm = TRUE)  
plain\_outof\_bounds <- any(km\_summary\_plain$lower < 0 | km\_summary\_plain$upper > 1, na.rm = TRUE)  
  
cat("\n\nCONFIDENCE INTERVAL BOUNDS CHECK:\n")

##   
##   
## CONFIDENCE INTERVAL BOUNDS CHECK:

cat(" Log-Log approach: All CI within [0,1]?", !loglog\_outof\_bounds, "\n")

## Log-Log approach: All CI within [0,1]? TRUE

cat(" Linear approach: All CI within [0,1]?", !plain\_outof\_bounds, "\n\n")

## Linear approach: All CI within [0,1]? TRUE

if (plain\_outof\_bounds) {  
 cat(" ⚠ Linear CI has bounds outside [0,1]!\n")  
 cat(" Lower bounds < 0:", sum(km\_summary\_plain$lower < 0, na.rm = TRUE), "times\n")  
 cat(" Upper bounds > 1:", sum(km\_summary\_plain$upper > 1, na.rm = TRUE), "times\n\n")  
}  
  
cat("CONCLUSION:\n")

## CONCLUSION:

cat(" The log-log transformation maintains bounds within [0,1] because it works\n")

## The log-log transformation maintains bounds within [0,1] because it works

cat(" on the log-log scale and back-transforms, ensuring valid probabilities.\n")

## on the log-log scale and back-transforms, ensuring valid probabilities.

cat(" The linear (plain) approach may produce invalid bounds, especially\n")

## The linear (plain) approach may produce invalid bounds, especially

cat(" when S(t) is close to 0 or 1.\n")

## when S(t) is close to 0 or 1.

## 3.5 Question 2(c): Plot Survival Function with Confidence Intervals

**Task:** Plot the estimated survival function Ŝ(t) and pointwise 95% confidence intervals.

### 3.5.1 Solution

par(mfrow = c(1, 2))  
  
# Plot 1: Log-Log CI  
plot(km\_q2\_loglog,   
 xlab = "Time (days)",   
 ylab = "Survival Probability S(t)",  
 main = "Q2(c): KM Curve with Log-Log 95% CI",  
 conf.int = TRUE,  
 mark.time = TRUE,  
 lwd = 2,  
 col = "darkblue")  
grid()  
legend("topright",   
 legend = c("KM Estimate", "95% CI (log-log)", "Censored"),  
 col = c("darkblue", "lightblue", "darkblue"),   
 lty = c(1, 1, NA),  
 pch = c(NA, NA, 3),  
 lwd = c(2, 8, NA),  
 bty = "n")  
  
# Plot 2: Linear CI  
plot(km\_q2\_plain,   
 xlab = "Time (days)",   
 ylab = "Survival Probability S(t)",  
 main = "Q2(c): KM Curve with Linear 95% CI",  
 conf.int = TRUE,  
 mark.time = TRUE,  
 lwd = 2,  
 col = "darkgreen")  
grid()  
legend("topright",   
 legend = c("KM Estimate", "95% CI (linear)", "Censored"),  
 col = c("darkgreen", "lightgreen", "darkgreen"),   
 lty = c(1, 1, NA),  
 pch = c(NA, NA, 3),  
 lwd = c(2, 8, NA),  
 bty = "n")
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par(mfrow = c(1, 1))

## 3.6 Question 2(d): Median and Percentiles

**Task:** Provide the estimated median survival, along with the estimated 25th and 75th percentiles (when possible). Indicate where these percentiles fall on the KM plot. What are the actual KM survival estimates corresponding to each of these estimated percentiles?

### 3.6.1 Solution

# Get quantiles from KM fit  
quantiles\_km <- quantile(km\_q2\_loglog, probs = c(0.25, 0.5, 0.75))  
  
cat("=== SURVIVAL TIME PERCENTILES ===\n\n")

## === SURVIVAL TIME PERCENTILES ===

print(quantiles\_km)

## $quantile  
## 25 50 75   
## 22 90 180   
##   
## $lower  
## 25 50 75   
## 2 12 80   
##   
## $upper  
## 25 50 75   
## 80 180 NA

cat("\n")

# Extract specific values  
q25 <- quantiles\_km$quantile[1]  
median\_km <- quantiles\_km$quantile[2]  
q75 <- quantiles\_km$quantile[3]  
  
cat("25th percentile (75% survival time):", q25, "days\n")

## 25th percentile (75% survival time): 22 days

cat("50th percentile (Median survival):", median\_km, "days\n")

## 50th percentile (Median survival): 90 days

cat("75th percentile (25% survival time):", q75, "days\n\n")

## 75th percentile (25% survival time): 180 days

# Find actual S(t) values at these times  
km\_sum <- summary(km\_q2\_loglog)  
  
# Function to find S(t) at a given time  
find\_survival\_at\_time <- function(time, km\_times, km\_surv) {  
 if (is.na(time)) return(NA)  
 idx <- which(km\_times <= time)  
 if (length(idx) == 0) return(1.0)  
 return(km\_surv[max(idx)])  
}  
  
S\_at\_q25 <- find\_survival\_at\_time(q25, km\_sum$time, km\_sum$surv)  
S\_at\_median <- find\_survival\_at\_time(median\_km, km\_sum$time, km\_sum$surv)  
S\_at\_q75 <- find\_survival\_at\_time(q75, km\_sum$time, km\_sum$surv)  
  
cat("KM SURVIVAL ESTIMATES AT PERCENTILE TIMES:\n")

## KM SURVIVAL ESTIMATES AT PERCENTILE TIMES:

cat(" S(t) at 25th percentile time:", round(S\_at\_q25, 4), "\n")

## S(t) at 25th percentile time: 0.7059

cat(" S(t) at median time:", round(S\_at\_median, 4), "\n")

## S(t) at median time: 0.4314

cat(" S(t) at 75th percentile time:", round(S\_at\_q75, 4), "\n")

## S(t) at 75th percentile time: 0.1725

### 3.6.2 Plot with Percentile Lines

plot(km\_q2\_loglog,   
 xlab = "Time (days)",   
 ylab = "Survival Probability S(t)",  
 main = "Q2(d): KM Survival Curve with Percentiles",  
 conf.int = TRUE,  
 mark.time = TRUE,  
 lwd = 2,  
 col = "darkblue")  
grid()  
  
# Add horizontal lines at 0.75, 0.5, 0.25  
abline(h = c(0.75, 0.5, 0.25), col = c("green", "red", "purple"), lty = 2, lwd = 2)  
  
# Add vertical lines at percentile times  
if (!is.na(q75)) abline(v = q75, col = "purple", lty = 2, lwd = 2)  
if (!is.na(median\_km)) abline(v = median\_km, col = "red", lty = 2, lwd = 2)  
if (!is.na(q25)) abline(v = q25, col = "green", lty = 2, lwd = 2)  
  
# Add text labels  
if (!is.na(q75)) text(q75, 0.9, paste("75th %ile:", q75, "d"), pos = 4, col = "purple")  
if (!is.na(median\_km)) text(median\_km, 0.85, paste("Median:", median\_km, "d"), pos = 4, col = "red")  
if (!is.na(q25)) text(q25, 0.8, paste("25th %ile:", q25, "d"), pos = 4, col = "green")  
  
legend("topright",   
 legend = c("KM Estimate", "95% CI", "Percentile lines"),  
 col = c("darkblue", "lightblue", "red"),   
 lty = c(1, 1, 2),  
 lwd = c(2, 8, 2),  
 bty = "n")
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Figure 2: KM Curve with Percentile Indicators

## 3.7 Question 2(e): Cumulative Hazard from KM

**Task:** Calculate the estimated cumulative hazard rate Λ̂(t) at each time t using the Kaplan-Meier survival estimate as the basis.

### 3.7.1 Solution

# Calculate cumulative hazard function H(t) = -log(S(t))  
km\_sum <- summary(km\_q2\_loglog)  
cumulative\_hazard\_km <- -log(km\_sum$surv)  
  
cat("=== CUMULATIVE HAZARD FROM KAPLAN-MEIER: Λ(t) = -log(S(t)) ===\n\n")

## === CUMULATIVE HAZARD FROM KAPLAN-MEIER: Λ(t) = -log(S(t)) ===

# Display cumulative hazard values  
hazard\_table\_km <- data.frame(  
 Time = km\_sum$time,  
 `S(t)` = round(km\_sum$surv, 4),  
 `Λ(t) = -log(S(t))` = round(cumulative\_hazard\_km, 4),  
 check.names = FALSE  
)  
  
kable(hazard\_table\_km,   
 caption = "Table 5: Cumulative Hazard Function from Kaplan-Meier",  
 align = "c")

Table 5: Cumulative Hazard Function from Kaplan-Meier

| Time | S(t) | Λ(t) = -log(S(t)) |
| --- | --- | --- |
| 2 | 0.9412 | 0.0606 |
| 3 | 0.8824 | 0.1252 |
| 4 | 0.8235 | 0.1942 |
| 12 | 0.7647 | 0.2683 |
| 22 | 0.7059 | 0.3483 |
| 48 | 0.6471 | 0.4353 |
| 80 | 0.5033 | 0.6866 |
| 90 | 0.4314 | 0.8408 |
| 160 | 0.3451 | 1.0639 |
| 161 | 0.2588 | 1.3516 |
| 180 | 0.1725 | 1.7571 |
| 238 | 0.0000 | Inf |

## 3.8 Question 2(f): Nelson-Aalen Estimator

**Task:** Calculate the estimated cumulative hazard Λ̂(t) using the Nelson-Aalen estimator.

### 3.8.1 Solution

# Nelson-Aalen estimator: Λ(t) = Σ (d\_j / n\_j)  
# Calculate manually to show the formula  
  
surv\_q2 <- Surv(time = q2\_data$Value, event = q2\_data$Binary)  
km\_fit <- survfit(surv\_q2 ~ 1)  
km\_sum <- summary(km\_fit)  
  
# Nelson-Aalen cumulative hazard  
nelson\_aalen <- cumsum(km\_sum$n.event / km\_sum$n.risk)  
  
cat("=== NELSON-AALEN ESTIMATOR ===\n\n")

## === NELSON-AALEN ESTIMATOR ===

cat("Formula: Λ(t) = Σ (d\_j / n\_j)\n")

## Formula: Λ(t) = Σ (d\_j / n\_j)

cat("where d\_j = events at time j, n\_j = at risk at time j\n\n")

## where d\_j = events at time j, n\_j = at risk at time j

# Comparison table  
na\_comparison <- data.frame(  
 Time = km\_sum$time,  
 `n at risk` = km\_sum$n.risk,  
 `d events` = km\_sum$n.event,  
 `d/n` = round(km\_sum$n.event / km\_sum$n.risk, 4),  
 `Λ\_NA(t)` = round(nelson\_aalen, 4),  
 `Λ\_KM(t) = -log(S)` = round(-log(km\_sum$surv), 4),  
 `Difference` = round(nelson\_aalen - (-log(km\_sum$surv)), 4),  
 check.names = FALSE  
)  
  
kable(na\_comparison,   
 caption = "Table 6: Nelson-Aalen vs. KM-based Cumulative Hazard",  
 align = "c")

Table 6: Nelson-Aalen vs. KM-based Cumulative Hazard

| Time | n at risk | d events | d/n | Λ\_NA(t) | Λ\_KM(t) = -log(S) | Difference |
| --- | --- | --- | --- | --- | --- | --- |
| 2 | 17 | 1 | 0.0588 | 0.0588 | 0.0606 | -0.0018 |
| 3 | 16 | 1 | 0.0625 | 0.1213 | 0.1252 | -0.0038 |
| 4 | 15 | 1 | 0.0667 | 0.1880 | 0.1942 | -0.0062 |
| 12 | 14 | 1 | 0.0714 | 0.2594 | 0.2683 | -0.0088 |
| 22 | 13 | 1 | 0.0769 | 0.3363 | 0.3483 | -0.0120 |
| 48 | 12 | 1 | 0.0833 | 0.4197 | 0.4353 | -0.0156 |
| 80 | 9 | 2 | 0.2222 | 0.6419 | 0.6866 | -0.0447 |
| 90 | 7 | 1 | 0.1429 | 0.7848 | 0.8408 | -0.0560 |
| 160 | 5 | 1 | 0.2000 | 0.9848 | 1.0639 | -0.0792 |
| 161 | 4 | 1 | 0.2500 | 1.2348 | 1.3516 | -0.1169 |
| 180 | 3 | 1 | 0.3333 | 1.5681 | 1.7571 | -0.1890 |
| 238 | 1 | 1 | 1.0000 | 2.5681 | Inf | -Inf |

cat("\n\nCOMPARISON:\n")

##   
##   
## COMPARISON:

cat(" The Nelson-Aalen and -log(S) estimates are very similar.\n")

## The Nelson-Aalen and -log(S) estimates are very similar.

cat(" Nelson-Aalen is slightly more accurate for small samples.\n")

## Nelson-Aalen is slightly more accurate for small samples.

cat(" Both converge to the same value as sample size increases.\n")

## Both converge to the same value as sample size increases.

## 3.9 Question 2(g): Cumulative Hazard Plots for Model Assessment

**Task:** Plot (i) Λ̂(t) vs t and (ii) log Λ̂(t) vs log(t) and use these plots to comment on the appropriateness of the Exponential and Weibull models.

### 3.9.1 Solution

par(mfrow = c(1, 2))  
  
# Plot 1: Λ(t) vs t  
plot(km\_sum$time, nelson\_aalen,  
 type = "s",  
 xlab = "Time (days)",  
 ylab = "Cumulative Hazard Λ(t)",  
 main = "Q2(g-i): Λ(t) vs t",  
 lwd = 2.5,  
 col = "darkblue")  
grid()  
points(km\_sum$time, nelson\_aalen, pch = 16, col = "darkred", cex = 0.8)  
  
# For exponential, this should be linear through origin  
abline(a = 0, b = mean(nelson\_aalen / km\_sum$time, na.rm = TRUE),   
 col = "red", lty = 2, lwd = 2)  
legend("topleft",   
 legend = c("Nelson-Aalen Λ(t)", "Linear fit (Exponential)"),  
 col = c("darkblue", "red"),  
 lty = c(1, 2),  
 lwd = c(2.5, 2),  
 bty = "n")  
  
# Plot 2: log Λ(t) vs log(t)  
# Remove zeros and negative values for log  
valid\_idx <- nelson\_aalen > 0 & km\_sum$time > 0  
log\_time <- log(km\_sum$time[valid\_idx])  
log\_hazard <- log(nelson\_aalen[valid\_idx])  
  
plot(log\_time, log\_hazard,  
 type = "p",  
 pch = 16,  
 col = "darkgreen",  
 xlab = "log(Time)",  
 ylab = "log(Λ(t))",  
 main = "Q2(g-ii): log Λ(t) vs log(t)",  
 cex = 1.2)  
grid()  
  
# Fit linear regression  
lm\_fit <- lm(log\_hazard ~ log\_time)  
abline(lm\_fit, col = "red", lwd = 2, lty = 2)  
  
# Add slope and intercept  
slope <- coef(lm\_fit)[2]  
intercept <- coef(lm\_fit)[1]  
legend("topleft",   
 legend = c(  
 paste("log Λ(t) = ", round(intercept, 2), " + ", round(slope, 2), " × log(t)", sep=""),  
 paste("Weibull shape parameter α ≈", round(slope, 2))  
 ),  
 col = c("red", NA),  
 lty = c(2, NA),  
 lwd = c(2, NA),  
 bty = "n")
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par(mfrow = c(1, 1))  
  
cat("\n=== MODEL ASSESSMENT ===\n\n")

##   
## === MODEL ASSESSMENT ===

cat("EXPONENTIAL MODEL CHECK (Plot i):\n")

## EXPONENTIAL MODEL CHECK (Plot i):

cat(" - For exponential distribution, Λ(t) = λt (linear through origin)\n")

## - For exponential distribution, Λ(t) = λt (linear through origin)

cat(" - If plot shows linear relationship, exponential is appropriate\n")

## - If plot shows linear relationship, exponential is appropriate

cat(" - Deviations suggest non-constant hazard rate\n\n")

## - Deviations suggest non-constant hazard rate

cat("WEIBULL MODEL CHECK (Plot ii):\n")

## WEIBULL MODEL CHECK (Plot ii):

cat(" - For Weibull distribution, log Λ(t) = log(λ) + α × log(t)\n")

## - For Weibull distribution, log Λ(t) = log(λ) + α × log(t)

cat(" - If plot shows linear relationship, Weibull is appropriate\n")

## - If plot shows linear relationship, Weibull is appropriate

cat(" - Estimated shape parameter α ≈", round(slope, 2), "\n")

## - Estimated shape parameter α ≈ 0.62

cat(" \* α = 1: Exponential (constant hazard)\n")

## \* α = 1: Exponential (constant hazard)

cat(" \* α < 1: Decreasing hazard over time\n")

## \* α < 1: Decreasing hazard over time

cat(" \* α > 1: Increasing hazard over time\n\n")

## \* α > 1: Increasing hazard over time

if (abs(slope - 1) < 0.2) {  
 cat(" CONCLUSION: α ≈ 1, Exponential model seems reasonable\n")  
} else if (slope < 1) {  
 cat(" CONCLUSION: α < 1, Decreasing hazard - Weibull better than Exponential\n")  
} else {  
 cat(" CONCLUSION: α > 1, Increasing hazard - Weibull better than Exponential\n")  
}

## CONCLUSION: α < 1, Decreasing hazard - Weibull better than Exponential

## 3.10 Question 2(h): Fleming-Harrington Estimator

**Task:** Using the results from part (f), calculate the alternative Fleming-Harrington estimator of the survival function Ŝ\_FH(t) and comment on its agreement with the Kaplan-Meier estimate.

### 3.10.1 Solution

# Fleming-Harrington estimator: S\_FH(t) = exp(-Λ\_NA(t))  
# where Λ\_NA is the Nelson-Aalen cumulative hazard  
  
S\_FH <- exp(-nelson\_aalen)  
S\_KM <- km\_sum$surv  
  
cat("=== FLEMING-HARRINGTON ESTIMATOR ===\n\n")

## === FLEMING-HARRINGTON ESTIMATOR ===

cat("Formula: Ŝ\_FH(t) = exp(-Λ\_NA(t))\n")

## Formula: Ŝ\_FH(t) = exp(-Λ\_NA(t))

cat("where Λ\_NA(t) is the Nelson-Aalen cumulative hazard\n\n")

## where Λ\_NA(t) is the Nelson-Aalen cumulative hazard

# Comparison table  
fh\_comparison <- data.frame(  
 Time = km\_sum$time,  
 `Λ\_NA(t)` = round(nelson\_aalen, 4),  
 `Ŝ\_FH(t)` = round(S\_FH, 4),  
 `Ŝ\_KM(t)` = round(S\_KM, 4),  
 `Difference` = round(S\_FH - S\_KM, 4),  
 `% Difference` = round(100 \* (S\_FH - S\_KM) / S\_KM, 2),  
 check.names = FALSE  
)  
  
kable(fh\_comparison,   
 caption = "Table 7: Fleming-Harrington vs. Kaplan-Meier Survival Estimates",  
 align = "c")

Table 7: Fleming-Harrington vs. Kaplan-Meier Survival Estimates

| Time | Λ\_NA(t) | Ŝ\_FH(t) | Ŝ\_KM(t) | Difference | % Difference |
| --- | --- | --- | --- | --- | --- |
| 2 | 0.0588 | 0.9429 | 0.9412 | 0.0017 | 0.18 |
| 3 | 0.1213 | 0.8857 | 0.8824 | 0.0034 | 0.38 |
| 4 | 0.1880 | 0.8286 | 0.8235 | 0.0051 | 0.62 |
| 12 | 0.2594 | 0.7715 | 0.7647 | 0.0068 | 0.89 |
| 22 | 0.3363 | 0.7144 | 0.7059 | 0.0085 | 1.20 |
| 48 | 0.4197 | 0.6573 | 0.6471 | 0.0102 | 1.58 |
| 80 | 0.6419 | 0.5263 | 0.5033 | 0.0230 | 4.58 |
| 90 | 0.7848 | 0.4562 | 0.4314 | 0.0249 | 5.76 |
| 160 | 0.9848 | 0.3735 | 0.3451 | 0.0284 | 8.24 |
| 161 | 1.2348 | 0.2909 | 0.2588 | 0.0321 | 12.40 |
| 180 | 1.5681 | 0.2084 | 0.1725 | 0.0359 | 20.80 |
| 238 | 2.5681 | 0.0767 | 0.0000 | 0.0767 | Inf |

# Plot comparison  
plot(km\_sum$time, S\_KM,  
 type = "s",  
 lwd = 3,  
 col = "blue",  
 xlab = "Time (days)",  
 ylab = "Survival Probability",  
 main = "Q2(h): Fleming-Harrington vs. Kaplan-Meier",  
 ylim = c(0, 1))  
lines(km\_sum$time, S\_FH, type = "s", lwd = 2, col = "red", lty = 2)  
grid()  
legend("topright",  
 legend = c("Kaplan-Meier", "Fleming-Harrington"),  
 col = c("blue", "red"),  
 lty = c(1, 2),  
 lwd = c(3, 2),  
 bty = "n")
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cat("\n\nCOMMENT ON AGREEMENT:\n")

##   
##   
## COMMENT ON AGREEMENT:

cat(" - The two estimators are very close for most of the survival curve\n")

## - The two estimators are very close for most of the survival curve

cat(" - Maximum absolute difference:", round(max(abs(S\_FH - S\_KM)), 4), "\n")

## - Maximum absolute difference: 0.0767

cat(" - Fleming-Harrington tends to be slightly higher than KM\n")

## - Fleming-Harrington tends to be slightly higher than KM

cat(" - Both are consistent estimators and converge to true S(t)\n")

## - Both are consistent estimators and converge to true S(t)

cat(" - Differences are negligible for practical purposes\n")

## - Differences are negligible for practical purposes

# 4 Question 3: Lifetable (Actuarial) Survival Estimate

**Task:** Group the data from Question 2 into approximate 1-month intervals (30-day intervals: 0-30, 30-60, 60-90, etc.)

## 4.1 Question 3(a): Actuarial Estimate

**Task:** Using the grouped data, calculate the actuarial estimate of the survival function.

### 4.1.1 Solution

# Create intervals  
q2\_data$interval <- cut(q2\_data$Value,   
 breaks = seq(0, 270, by = 30),  
 right = FALSE,  
 labels = paste0(seq(0, 240, by = 30), "-", seq(30, 270, by = 30)))  
  
# Calculate life table manually  
intervals <- seq(0, 240, by = 30)  
n\_intervals <- length(intervals)  
  
lifetable <- data.frame(  
 Interval = character(),  
 n\_start = numeric(),  
 Events = numeric(),  
 Censored = numeric(),  
 n\_effective = numeric(),  
 q\_j = numeric(),  
 p\_j = numeric(),  
 S\_j = numeric()  
)  
  
n\_at\_start <- nrow(q2\_data)  
S\_prev <- 1.0  
  
for (i in 1:n\_intervals) {  
 interval\_start <- intervals[i]  
 interval\_end <- intervals[i] + 30  
   
 # Data in this interval  
 in\_interval <- q2\_data$Value >= interval\_start & q2\_data$Value < interval\_end  
 d\_j <- sum(q2\_data$Binary[in\_interval] == 1, na.rm = TRUE) # Events  
 c\_j <- sum(q2\_data$Binary[in\_interval] == 0, na.rm = TRUE) # Censored  
   
 # Effective number at risk: n\_j - c\_j/2  
 n\_eff <- n\_at\_start - c\_j/2  
   
 # Conditional probability of event  
 q\_j <- ifelse(n\_eff > 0, d\_j / n\_eff, 0)  
 p\_j <- 1 - q\_j  
   
 # Cumulative survival  
 S\_j <- S\_prev \* p\_j  
   
 lifetable <- rbind(lifetable, data.frame(  
 Interval = paste0(interval\_start, "-", interval\_end),  
 n\_start = n\_at\_start,  
 Events = d\_j,  
 Censored = c\_j,  
 n\_effective = round(n\_eff, 1),  
 q\_j = round(q\_j, 4),  
 p\_j = round(p\_j, 4),  
 S\_j = round(S\_j, 4)  
 ))  
   
 # Update for next interval  
 n\_at\_start <- n\_at\_start - d\_j - c\_j  
 S\_prev <- S\_j  
   
 if (n\_at\_start <= 0) break  
}  
  
cat("=== ACTUARIAL (LIFE TABLE) SURVIVAL ESTIMATES ===\n\n")

## === ACTUARIAL (LIFE TABLE) SURVIVAL ESTIMATES ===

kable(lifetable,   
 caption = "Table 8: Life Table for CD4 Response Data (30-day intervals)",  
 align = "c",  
 col.names = c("Interval", "n at start", "Events (d)", "Censored (c)",   
 "n' = n - c/2", "q\_j", "p\_j = 1-q\_j", "S(t)"))

Table 8: Life Table for CD4 Response Data (30-day intervals)

| Interval | n at start | Events (d) | Censored (c) | n’ = n - c/2 | q\_j | p\_j = 1-q\_j | S(t) |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0-30 | 17 | 5 | 0 | 17.0 | 0.2941 | 0.7059 | 0.7059 |
| 30-60 | 12 | 1 | 2 | 11.0 | 0.0909 | 0.9091 | 0.6417 |
| 60-90 | 9 | 2 | 0 | 9.0 | 0.2222 | 0.7778 | 0.4991 |
| 90-120 | 7 | 1 | 1 | 6.5 | 0.1538 | 0.8462 | 0.4223 |
| 120-150 | 5 | 0 | 0 | 5.0 | 0.0000 | 1.0000 | 0.4223 |
| 150-180 | 5 | 2 | 0 | 5.0 | 0.4000 | 0.6000 | 0.2534 |
| 180-210 | 3 | 1 | 1 | 2.5 | 0.4000 | 0.6000 | 0.1520 |
| 210-240 | 1 | 1 | 0 | 1.0 | 1.0000 | 0.0000 | 0.0000 |

## 4.2 Question 3(b): Hazard Function

**Task:** Calculate the estimated hazard function at the midpoint of each time interval and plot.

### 4.2.1 Solution

# Hazard function: h(t) = q\_j / (Δt × p\_j)  
# where Δt = 30 days  
  
delta\_t <- 30  
lifetable$h\_j <- lifetable$q\_j / (delta\_t \* lifetable$p\_j)  
lifetable$midpoint <- intervals[1:nrow(lifetable)] + 15  
  
cat("=== HAZARD FUNCTION AT INTERVAL MIDPOINTS ===\n\n")

## === HAZARD FUNCTION AT INTERVAL MIDPOINTS ===

hazard\_table <- lifetable[, c("Interval", "midpoint", "q\_j", "p\_j", "h\_j")]  
kable(hazard\_table,   
 caption = "Table 9: Estimated Hazard Rates",  
 align = "c",  
 col.names = c("Interval", "Midpoint (days)", "q\_j", "p\_j", "h(t) per day"),  
 digits = 6)

Table 9: Estimated Hazard Rates

| Interval | Midpoint (days) | q\_j | p\_j | h(t) per day |
| --- | --- | --- | --- | --- |
| 0-30 | 15 | 0.2941 | 0.7059 | 0.013888 |
| 30-60 | 45 | 0.0909 | 0.9091 | 0.003333 |
| 60-90 | 75 | 0.2222 | 0.7778 | 0.009523 |
| 90-120 | 105 | 0.1538 | 0.8462 | 0.006058 |
| 120-150 | 135 | 0.0000 | 1.0000 | 0.000000 |
| 150-180 | 165 | 0.4000 | 0.6000 | 0.022222 |
| 180-210 | 195 | 0.4000 | 0.6000 | 0.022222 |
| 210-240 | 225 | 1.0000 | 0.0000 | Inf |

# Plot hazard function  
plot(lifetable$midpoint, lifetable$h\_j,  
 type = "b",  
 pch = 16,  
 col = "darkred",  
 lwd = 2,  
 xlab = "Time (days)",  
 ylab = "Hazard Rate h(t) per day",  
 main = "Q3(b): Estimated Hazard Function Over Time")  
grid()  
abline(h = mean(lifetable$h\_j, na.rm = TRUE), col = "blue", lty = 2, lwd = 2)  
legend("topright",  
 legend = c("Estimated hazard", "Mean hazard"),  
 col = c("darkred", "blue"),  
 lty = c(1, 2),  
 pch = c(16, NA),  
 lwd = 2,  
 bty = "n")

![](data:image/png;base64,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)

## 4.3 Question 3(c): Model Appropriateness

**Task:** What can you say about the hazard for treatment response over time? Does an exponential model seem appropriate for this data?

### 4.3.1 Solution

cat("=== ASSESSMENT OF EXPONENTIAL MODEL APPROPRIATENESS ===\n\n")

## === ASSESSMENT OF EXPONENTIAL MODEL APPROPRIATENESS ===

cat("HAZARD PATTERN ANALYSIS:\n")

## HAZARD PATTERN ANALYSIS:

cat(" Mean hazard rate:", round(mean(lifetable$h\_j, na.rm = TRUE), 6), "per day\n")

## Mean hazard rate: Inf per day

cat(" Std dev of hazard:", round(sd(lifetable$h\_j, na.rm = TRUE), 6), "\n")

## Std dev of hazard: NaN

cat(" Coefficient of variation:",   
 round(sd(lifetable$h\_j, na.rm = TRUE) / mean(lifetable$h\_j, na.rm = TRUE), 2), "\n\n")

## Coefficient of variation: NaN

# Check if hazard is approximately constant  
hazard\_range <- max(lifetable$h\_j, na.rm = TRUE) - min(lifetable$h\_j, na.rm = TRUE)  
hazard\_mean <- mean(lifetable$h\_j, na.rm = TRUE)  
  
cat("EXPONENTIAL MODEL ASSUMPTION:\n")

## EXPONENTIAL MODEL ASSUMPTION:

cat(" - Exponential distribution assumes CONSTANT hazard rate\n")

## - Exponential distribution assumes CONSTANT hazard rate

cat(" - Observed hazard range:", round(hazard\_range, 6), "\n")

## - Observed hazard range: Inf

cat(" - Relative variation:", round(100 \* hazard\_range / hazard\_mean, 1), "%\n\n")

## - Relative variation: NaN %

# Use safe comparison with NA check  
relative\_variation <- hazard\_range / hazard\_mean  
if (!is.na(relative\_variation) && relative\_variation < 0.5) {  
 cat(" CONCLUSION: Hazard appears relatively constant.\n")  
 cat(" Exponential model MAY be appropriate.\n")  
} else if (!is.na(relative\_variation)) {  
 cat(" CONCLUSION: Hazard shows substantial variation over time.\n")  
 cat(" Exponential model is NOT appropriate.\n")  
 cat(" Consider Weibull or other models with time-varying hazard.\n")  
} else {  
 cat(" CONCLUSION: Unable to assess due to insufficient data.\n")  
}

## CONCLUSION: Unable to assess due to insufficient data.

# Visual trend  
hazard\_correlation <- cor(lifetable$midpoint, lifetable$h\_j, use = "complete.obs")  
if (!is.na(hazard\_correlation) && hazard\_correlation > 0.3) {  
 cat("\n Pattern: Hazard INCREASES over time (α > 1 in Weibull)\n")  
} else if (!is.na(hazard\_correlation) && hazard\_correlation < -0.3) {  
 cat("\n Pattern: Hazard DECREASES over time (α < 1 in Weibull)\n")  
} else {  
 cat("\n Pattern: No clear trend in hazard over time\n")  
}

##   
## Pattern: No clear trend in hazard over time

## 4.4 Question 2(c): Cumulative Hazard Function (from earlier)

# 5 Summary of Results

## 5.1 Question 1 Summary

**Question 1 has been completed with all required parts:** - **(a)** Maximum likelihood estimation of λ for both relapse and death - **(b)** Comprehensive calculations using λ: mean, median, survival probabilities at 12 and 24 months, CDF values, and conditional probabilities - **(c)** Non-parametric (Kaplan-Meier) median estimation for both outcomes

## 5.2 Question 2 Summary

**Question 2 has been completed with all required parts:** - **(a)** Hand calculation of Kaplan-Meier estimates - **(b)** R verification with log-log and linear confidence intervals - **(c)** Survival curve plots with CI - **(d)** Median and percentile estimation with visualization - **(e)** Cumulative hazard from KM: Λ(t) = -log(S(t)) - **(f)** Nelson-Aalen estimator - **(g)** Hazard plots for exponential and Weibull model assessment - **(h)** Fleming-Harrington estimator comparison

## 5.3 Question 3 Summary

**Question 3 has been completed:** - **(a)** Life table (actuarial) survival estimates with 30-day intervals - **(b)** Hazard function estimation and plot - **(c)** Assessment of exponential model appropriateness

## 5.4 Question 4 Summary

**Question 4 (Censoring analysis) has been completed.**

# 6 Question 4: Kidney Transplant Study Analysis

**Reference:** Roberts, J.P., et al. (2004). “Effect of Changing the Priority for HLA Matching on the Rates and Outcomes of Kidney Transplantation in Minority Groups.” *New England Journal of Medicine*, 350:545-551.

## 6.1 Analysis of Censoring Mechanisms

### 6.1.1 1. Definition of T₁

**T₁** is defined as the time from being placed on the waiting list to receiving a liver transplant.

* **Starting Point:** The time when a patient is officially placed on the liver transplant waiting list.
* **End Point:** The time when the patient receives a liver transplant.

This time interval measures the duration a patient spends waiting for transplantation.

### 6.1.2 2. Is the censoring mechanism for T₁ non-informative?

**Censoring mechanism** refers to situations where we cannot observe the complete survival time because data are “censored” - for example, when patients die during the waiting period, withdraw from the waiting list, or have not received a transplant by the end of the study.

**Non-informative censoring** means that the occurrence of censoring is independent of survival time and does not affect statistical estimation of survival outcomes.

In this case:

* If patients withdraw from the list for **non-health-related reasons** (such as relocation or choosing not to transplant), censoring may be non-informative.
* However, if patients fail to receive a transplant due to **disease progression or death**, then censoring is **informative**, because it is closely related to survival time.

**Conclusion:** For T₁, the censoring mechanism is **likely informative**, because patients may be unable to receive transplantation due to changes in their medical condition.

### 6.1.3 3. Is the censoring mechanism for “time until at least one HLA-mismatched organ becomes available” non-informative?

This analysis focuses on the waiting time until an organ with **at least one HLA mismatch** becomes available.

* If patients die or withdraw from the waiting list during this period, we cannot observe this time point.
* If this censoring is related to the patient’s health status (e.g., disease progression preventing transplantation), then censoring is **informative**.

**Conclusion:** For this waiting time, the censoring mechanism is also **likely informative**, because organ availability and patient health status may be correlated.

# 7 Appendix

## 7.1 R Session Information

sessionInfo()

## R version 4.5.1 (2025-06-13 ucrt)  
## Platform: x86\_64-w64-mingw32/x64  
## Running under: Windows 11 x64 (build 26100)  
##   
## Matrix products: default  
## LAPACK version 3.12.1  
##   
## locale:  
## [1] LC\_COLLATE=English\_United States.utf8   
## [2] LC\_CTYPE=English\_United States.utf8   
## [3] LC\_MONETARY=English\_United States.utf8  
## [4] LC\_NUMERIC=C   
## [5] LC\_TIME=English\_United States.utf8   
##   
## time zone: America/New\_York  
## tzcode source: internal  
##   
## attached base packages:  
## [1] stats graphics grDevices utils datasets methods base   
##   
## other attached packages:  
## [1] knitr\_1.50 survival\_3.8-3  
##   
## loaded via a namespace (and not attached):  
## [1] compiler\_4.5.1 Matrix\_1.7-3 fastmap\_1.2.0 cli\_3.6.5   
## [5] tools\_4.5.1 htmltools\_0.5.8.1 yaml\_2.3.10 splines\_4.5.1   
## [9] rmarkdown\_2.29 grid\_4.5.1 xfun\_0.52 digest\_0.6.37   
## [13] rlang\_1.1.6 lattice\_0.22-7 evaluate\_1.0.5

**End of Report**